**Java NIO API详解**

*在JDK 1.4以前，Java的IO操作集中在java.io这个包中，是基于流的同步（blocking）API。对于大多数应用来说，这样的API使用很方便，然而，一些对性能要求较高的应用，尤其是服务端应用，往往需要一个更为有效的方式来处理IO。从JDK 1.4起，NIO API作为一个基于缓冲区，并能提供异步(non-blocking)IO操作的API被引入。本文对其进行深入的介绍。*

NIO API主要集中在java.nio和它的subpackages中：

java.nio

定义了Buffer及其数据类型相关的子类。其中被java.nio.channels中的类用来进行IO操作的ByteBuffer的作用非常重要。

java.nio.channels

定义了一系列处理IO的Channel接口以及这些接口在文件系统和网络通讯上的实现。通过Selector这个类，还提供了进行异步IO操作的办法。这个包可以说是NIO API的核心。

java.nio.channels.spi

定义了可用来实现channel和selector API的抽象类。

java.nio.charset

       定义了处理字符编码和解码的类。

java.nio.charset.spi

       定义了可用来实现charset API的抽象类。

java.nio.channels.spi和java.nio.charset.spi这两个包主要被用来对现有NIO API进行扩展，在实际的使用中，我们一般只和另外的3个包打交道。下面将对这3个包一一介绍。

Package java.nio

这个包主要定义了Buffer及其子类。Buffer定义了一个线性存放primitive type数据的容器接口。对于除boolean以外的其他primitive type，都有一个相应的Buffer子类，ByteBuffer是其中最重要的一个子类。

下面这张UML类图描述了java.nio中的类的关系：
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**Buffer**

定义了一个可以线性存放primitive type数据的容器接口。Buffer主要包含了与类型（byte, char…）无关的功能。值得注意的是Buffer及其子类都不是线程安全的。

每个Buffer都有以下的属性：

capacity

这个Buffer最多能放多少数据。capacity一般在buffer被创建的时候指定。

limit

在Buffer上进行的读写操作都不能越过这个下标。当写数据到buffer中时，limit一般和capacity相等，当读数据时，limit代表buffer中有效数据的长度。

position

读/写操作的当前下标。当使用buffer的相对位置进行读/写操作时，读/写会从这个下标进行，并在操作完成后，buffer会更新下标的值。

mark

一个临时存放的位置下标。调用mark()会将mark设为当前的position的值，以后调用reset()会将position属性设置为mark的值。mark的值总是小于等于position的值，如果将position的值设的比mark小，当前的mark值会被抛弃掉。

这些属性总是满足以下条件：

0 <= mark <= position <= limit <= capacity

limit和position的值除了通过limit()和position()函数来设置，也可以通过下面这些函数来改变：

**Buffer clear()**

把position设为0，把limit设为capacity，一般在把数据写入Buffer前调用。

**Buffer flip()**

把limit设为当前position，把position设为0，一般在从Buffer读出数据前调用。

**Buffer rewind()**

把position设为0，limit不变，一般在把数据重写入Buffer前调用。

Buffer对象有可能是只读的，这时，任何对该对象的写操作都会触发一个ReadOnlyBufferException。isReadOnly()方法可以用来判断一个Buffer是否只读。

**ByteBuffer**

在Buffer的子类中，ByteBuffer是一个地位较为特殊的类，因为在java.io.channels中定义的各种channel的IO操作基本上都是围绕ByteBuffer展开的。

ByteBuffer定义了4个static方法来做创建工作：

**ByteBuffer allocate(int capacity)**

创建一个指定capacity的ByteBuffer。

**ByteBuffer allocateDirect(int capacity)**

创建一个direct的ByteBuffer，这样的ByteBuffer在参与IO操作时性能会更好（很有可能是在底层的实现使用了DMA技术），相应的，创建和回收direct的ByteBuffer的代价也会高一些。isDirect()方法可以检查一个buffer是否是direct的。

**ByteBuffer wrap(byte [] array)**

**ByteBuffer wrap(byte [] array, int offset, int length)**

把一个byte数组或byte数组的一部分包装成ByteBuffer。

ByteBuffer定义了一系列get和put操作来从中读写byte数据，如下面几个：

byte get()

ByteBuffer get(byte [] dst)

byte get(int index)

ByteBuffer put(byte b)

ByteBuffer put(byte [] src)

ByteBuffer put(int index, byte b)

这些操作可分为绝对定位和相对定为两种，**相对定位的读写操作依靠position来定位Buffer中的位置，并在操作完成后会更新position的值。**

在其它类型的buffer中，也定义了相同的函数来读写数据，唯一不同的就是一些参数和返回值的类型。

除了读写byte类型数据的函数，ByteBuffer的一个特别之处是它还定义了读写其它primitive数据的方法，如：

int getInt()

       从ByteBuffer中读出一个int值。

ByteBuffer putInt(int value)

       写入一个int值到ByteBuffer中。

读写其它类型的数据牵涉到**字节序**问题，ByteBuffer会按其字节序（大字节序或小字节序）写入或读出一个其它类型的数据（int,long…）。字节序可以用order方法来取得和设置：

ByteOrder order()

       返回ByteBuffer的字节序。

ByteBuffer order(ByteOrder bo)

       设置ByteBuffer的字节序。

ByteBuffer另一个特别的地方是可以在它的基础上得到其它类型的buffer。如：

CharBuffer asCharBuffer()

为当前的ByteBuffer创建一个CharBuffer的视图。在该视图buffer中的读写操作会按照ByteBuffer的字节序作用到ByteBuffer中的数据上。

用这类方法创建出来的buffer会从ByteBuffer的position位置开始到limit位置结束，可以看作是这段数据的视图。视图buffer的readOnly属性和direct属性与ByteBuffer的一致，而且也只有通过这种方法，才可以得到其他数据类型的direct buffer。

**ByteOrder**

用来表示ByteBuffer字节序的类，可将其看成java中的enum类型。主要定义了下面几个static方法和属性：

ByteOrder BIG\_ENDIAN

       代表大字节序的ByteOrder。

ByteOrder LITTLE\_ENDIAN

       代表小字节序的ByteOrder。

ByteOrder nativeOrder()

       返回当前硬件平台的字节序。

**MappedByteBuffer**

ByteBuffer的子类，是文件内容在内存中的映射。这个类的实例需要通过FileChannel的map()方法来创建。

接下来看看一个使用ByteBuffer的例子，这个例子从标准输入不停地读入字符，当读满一行后，将收集的字符写到标准输出：

|  |
| --- |
| **public** **static** **void** main(String [] args)  **throws** IOException      {         // 创建一个capacity为256的ByteBuffer         ByteBuffer buf = ByteBuffer.allocate(256);  **while** (**true**) {             // 从标准输入流读入一个字符  **int** c = System.in.read();             // 当读到输入流结束时，退出循环  **if** (c == -1)  **break**;               // 把读入的字符写入ByteBuffer中             buf.put((**byte**) c);             // 当读完一行时，输出收集的字符  **if** (c == '\n') {                // 调用flip()使limit变为当前的position的值,position变为0,                // 为接下来从ByteBuffer读取做准备                buf.flip();                // 构建一个byte数组  **byte** [] content = **new** **byte**[buf.limit()];                // 从ByteBuffer中读取数据到byte数组中                buf.get(content);                // 把byte数组的内容写到标准输出                System.out.print(**new** String(content));                // 调用clear()使position变为0,limit变为capacity的值，                // 为接下来写入数据到ByteBuffer中做准备                buf.clear();             }         }      } |

Package java.nio.channels

这个包定义了Channel的概念，Channel表现了一个可以进行IO操作的通道（比如，通过FileChannel，我们可以对文件进行读写操作）。java.nio.channels包含了文件系统和网络通讯相关的channel类。这个包通过Selector和SelectableChannel这两个类，还定义了一个进行异步（non-blocking）IO操作的API，这对需要高性能IO的应用非常重要。

下面这张UML类图描述了java.nio.channels中interface的关系：

![http://blog.csdn.net/images/blog_csdn_net/daijialin/56921/o_channel.gif](data:image/gif;base64,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)

**Channel**

Channel表现了一个可以进行IO操作的通道，该interface定义了以下方法：

boolean isOpen()

       该Channel是否是打开的。

void close()

       关闭这个Channel，相关的资源会被释放。

**ReadableByteChannel**

定义了一个可从中读取byte数据的channel interface。

int read(ByteBuffer dst)

从channel中读取byte数据并写到ByteBuffer中。返回读取的byte数。

**WritableByteChannel**

定义了一个可向其写byte数据的channel interface。

int write(ByteBuffer src)

       从ByteBuffer中读取byte数据并写到channel中。返回写出的byte数。

**ByteChannel**

ByteChannel并没有定义新的方法，它的作用只是把ReadableByteChannel和WritableByteChannel合并在一起。

**ScatteringByteChannel**

继承了ReadableByteChannel并提供了同时往几个ByteBuffer中写数据的能力。

**GatheringByteChannel**

继承了WritableByteChannel并提供了同时从几个ByteBuffer中读数据的能力。

**InterruptibleChannel**

用来表现一个可以被异步关闭的Channel。这表现在两方面：

1．    当一个InterruptibleChannel的close()方法被调用时，其它block在这个InterruptibleChannel的IO操作上的线程会接收到一个AsynchronousCloseException。

2．    当一个线程block在InterruptibleChannel的IO操作上时，另一个线程调用该线程的interrupt()方法会导致channel被关闭，该线程收到一个ClosedByInterruptException，同时线程的interrupt状态会被设置。

接下来的这张UML类图描述了java.nio.channels中类的关系：
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**异步IO**

异步IO的支持可以算是NIO API中最重要的功能，异步IO允许应用程序同时监控多个channel以提高性能，这一功能是通过Selector，SelectableChannel和SelectionKey这3个类来实现的。

SelectableChannel代表了可以支持异步IO操作的channel，可以将其注册在Selector上，这种注册的关系由SelectionKey这个类来表现（见UML图）。Selector这个类通过select()函数，给应用程序提供了一个可以同时监控多个IO channel的方法：

应用程序通过调用select()函数，让Selector监控注册在其上的多个SelectableChannel，当有channel的IO操作可以进行时，select()方法就会返回以让应用程序检查channel的状态，并作相应的处理。

下面是JDK 1.4中异步IO的一个例子，这段code使用了异步IO实现了一个time server：

|  |
| --- |
| **private** **static** **void** acceptConnections(**int** port) **throws** Exception {         // 打开一个Selector         Selector acceptSelector =             SelectorProvider.provider().openSelector();           // 创建一个ServerSocketChannel，这是一个SelectableChannel的子类         ServerSocketChannel ssc = ServerSocketChannel.open();         // 将其设为non-blocking状态，这样才能进行异步IO操作         ssc.configureBlocking(**false**);           // 给ServerSocketChannel对应的socket绑定IP和端口         InetAddress lh = InetAddress.getLocalHost();         InetSocketAddress isa = **new** InetSocketAddress(lh, port);         ssc.socket().bind(isa);           // 将ServerSocketChannel注册到Selector上，返回对应的SelectionKey         SelectionKey acceptKey =             ssc.register(acceptSelector, SelectionKey.OP\_ACCEPT);    **int** keysAdded = 0;           // 用select()函数来监控注册在Selector上的SelectableChannel         // 返回值代表了有多少channel可以进行IO操作 (ready for IO)  **while** ((keysAdded = acceptSelector.select()) > 0) {             // selectedKeys()返回一个SelectionKey的集合，             // 其中每个SelectionKey代表了一个可以进行IO操作的channel。             // 一个ServerSocketChannel可以进行IO操作意味着有新的TCP连接连入了             Set readyKeys = acceptSelector.selectedKeys();             Iterator i = readyKeys.iterator();    **while** (i.hasNext()) {                SelectionKey sk = (SelectionKey) i.next();                // 需要将处理过的key从selectedKeys这个集合中删除                i.remove();                // 从SelectionKey得到对应的channel                ServerSocketChannel nextReady =                    (ServerSocketChannel) sk.channel();                // 接受新的TCP连接                Socket s = nextReady.accept().socket();                // 把当前的时间写到这个新的TCP连接中                PrintWriter out =  **new** PrintWriter(s.getOutputStream(), **true**);                Date now = **new** Date();                out.println(now);                // 关闭连接                out.close();             }         }      } |

这是个纯粹用于演示的例子，因为只有一个ServerSocketChannel需要监控，所以其实并不真的需要使用到异步IO。不过正因为它的简单，可以很容易地看清楚异步IO是如何工作的。

**SelectableChannel**

这个抽象类是所有支持异步IO操作的channel（如DatagramChannel、SocketChannel）的父类。SelectableChannel可以注册到一个或多个Selector上以进行异步IO操作。

SelectableChannel可以是blocking和non-blocking模式（所有channel创建的时候都是blocking模式），只有non-blocking的SelectableChannel才可以参与异步IO操作。

SelectableChannel configureBlocking(boolean block)

       设置blocking模式。

boolean isBlocking()

       返回blocking模式。

通过register()方法，SelectableChannel可以注册到Selector上。

int validOps()

返回一个bit mask，表示这个channel上支持的IO操作。当前在SelectionKey中，用静态常量定义了4种IO操作的bit值：OP\_ACCEPT，OP\_CONNECT，OP\_READ和OP\_WRITE。

SelectionKey register(Selector sel, int ops)

将当前channel注册到一个Selector上并返回对应的SelectionKey。在这以后，通过调用Selector的select()函数就可以监控这个channel。ops这个参数是一个bit mask，代表了需要监控的IO操作。

SelectionKey register(Selector sel, int ops, Object att)

这个函数和上一个的意义一样，多出来的att参数会作为attachment被存放在返回的SelectionKey中，这在需要存放一些session state的时候非常有用。

boolean isRegistered()

       该channel是否已注册在一个或多个Selector上。

SelectableChannel还提供了得到对应SelectionKey的方法：

SelectionKey keyFor(Selector sel)

返回该channe在Selector上的注册关系所对应的SelectionKey。若无注册关系，返回null。

**Selector**

Selector可以同时监控多个SelectableChannel的IO状况，是异步IO的核心。

Selector open()

       Selector的一个静态方法，用于创建实例。

在一个Selector中，有3个SelectionKey的集合：

1． key set代表了所有注册在这个Selector上的channel，这个集合可以通过keys()方法拿到。

2． Selected-key set代表了所有通过select()方法监测到可以进行IO操作的channel，这个集合可以通过selectedKeys()拿到。

3． Cancelled-key set代表了已经cancel了注册关系的channel，在下一个select()操作中，这些channel对应的SelectionKey会从key set和cancelled-key set中移走。这个集合无法直接访问。

以下是select()相关方法的说明：

int select()

监控所有注册的channel，当其中有注册的IO操作可以进行时，该函数返回，并将对应的SelectionKey加入selected-key set。

int select(long timeout)

       可以设置超时的select()操作。

int selectNow()

       进行一个立即返回的select()操作。

Selector wakeup()

       使一个还未返回的select()操作立刻返回。

**SelectionKey**

代表了Selector和SelectableChannel的注册关系。

Selector定义了4个静态常量来表示4种IO操作，这些常量可以进行位操作组合成一个bit mask。

int OP\_ACCEPT

有新的网络连接可以accept，ServerSocketChannel支持这一异步IO。

int OP\_CONNECT

       代表连接已经建立（或出错），SocketChannel支持这一异步IO。

int OP\_READ

int OP\_WRITE

       代表了读、写操作。

以下是其主要方法：

Object attachment()

返回SelectionKey的attachment，attachment可以在注册channel的时候指定。

Object attach(Object ob)

       设置SelectionKey的attachment。

SelectableChannel channel()

       返回该SelectionKey对应的channel。

Selector selector()

       返回该SelectionKey对应的Selector。

void cancel()

       cancel这个SelectionKey所对应的注册关系。

int interestOps()

       返回代表需要Selector监控的IO操作的bit mask。

SelectionKey interestOps(int ops)

       设置interestOps。

int readyOps()

       返回一个bit mask，代表在相应channel上可以进行的IO操作。

**ServerSocketChannel**

支持异步操作，对应于java.net.ServerSocket这个类，提供了TCP协议IO接口，支持OP\_ACCEPT操作。

ServerSocket socket()

       返回对应的ServerSocket对象。

SocketChannel accept()

       接受一个连接，返回代表这个连接的SocketChannel对象。

**SocketChannel**

支持异步操作，对应于java.net.Socket这个类，提供了TCP协议IO接口，支持OP\_CONNECT，OP\_READ和OP\_WRITE操作。这个类还实现了ByteChannel，ScatteringByteChannel和GatheringByteChannel接口。

DatagramChannel和这个类比较相似，其对应于java.net.DatagramSocket，提供了UDP协议IO接口。

Socket socket()

       返回对应的Socket对象。

boolean connect(SocketAddress remote)

boolean finishConnect()

connect()进行一个连接操作。如果当前SocketChannel是blocking模式，这个函数会等到连接操作完成或错误发生才返回。如果当前SocketChannel是non-blocking模式，函数在连接能立刻被建立时返回true，否则函数返回false，应用程序需要在以后用finishConnect()方法来完成连接操作。

**Pipe**

包含了一个读和一个写的channel(Pipe.SourceChannel和Pipe.SinkChannel)，这对channel可以用于进程中的通讯。

**FileChannel**

用于对文件的读、写、映射、锁定等操作。和映射操作相关的类有FileChannel.MapMode，和锁定操作相关的类有FileLock。值得注意的是FileChannel并不支持异步操作。

**Channels**

这个类提供了一系列static方法来支持stream类和channel类之间的互操作。这些方法可以将channel类包装为stream类，比如，将ReadableByteChannel包装为InputStream或Reader；也可以将stream类包装为channel类，比如，将OutputStream包装为WritableByteChannel。

Package java.nio.charset

这个包定义了Charset及相应的encoder和decoder。下面这张UML类图描述了这个包中类的关系，可以将其中Charset，CharsetDecoder和CharsetEncoder理解成一个Abstract Factory模式的实现：
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**Charset**

代表了一个字符集，同时提供了factory method来构建相应的CharsetDecoder和CharsetEncoder。

Charset提供了以下static的方法：

SortedMap availableCharsets()

       返回当前系统支持的所有Charset对象，用charset的名字作为set的key。

boolean isSupported(String charsetName)

       判断该名字对应的字符集是否被当前系统支持。

Charset forName(String charsetName)

       返回该名字对应的Charset对象。

Charset中比较重要的方法有：

String name()

       返回该字符集的规范名。

Set aliases()

       返回该字符集的所有别名。

CharsetDecoder newDecoder()

       创建一个对应于这个Charset的decoder。

CharsetEncoder newEncoder()

       创建一个对应于这个Charset的encoder。

**CharsetDecoder**

将按某种字符集编码的字节流解码为unicode字符数据的引擎。

CharsetDecoder的输入是ByteBuffer，输出是CharBuffer。进行decode操作时一般按如下步骤进行：

1． 调用CharsetDecoder的reset()方法。（第一次使用时可不调用）

2． 调用decode()方法0到n次，将endOfInput参数设为false，告诉decoder有可能还有新的数据送入。

3． 调用decode()方法最后一次，将endOfInput参数设为true，告诉decoder所有数据都已经送入。

4． 调用decoder的flush()方法。让decoder有机会把一些内部状态写到输出的CharBuffer中。

CharsetDecoder reset()

       重置decoder，并清除decoder中的一些内部状态。

CoderResult decode(ByteBuffer in, CharBuffer out, boolean endOfInput)

从ByteBuffer类型的输入中decode尽可能多的字节，并将结果写到CharBuffer类型的输出中。根据decode的结果，可能返回3种CoderResult：CoderResult.UNDERFLOW表示已经没有输入可以decode；CoderResult.OVERFLOW表示输出已满；其它的CoderResult表示decode过程中有错误发生。根据返回的结果，应用程序可以采取相应的措施，比如，增加输入，清除输出等等，然后再次调用decode()方法。

CoderResult flush(CharBuffer out)

有些decoder会在decode的过程中保留一些内部状态，调用这个方法让这些decoder有机会将这些内部状态写到输出的CharBuffer中。调用成功返回CoderResult.UNDERFLOW。如果输出的空间不够，该函数返回CoderResult.OVERFLOW，这时应用程序应该扩大输出CharBuffer的空间，然后再次调用该方法。

CharBuffer decode(ByteBuffer in)

一个便捷的方法把ByteBuffer中的内容decode到一个新创建的CharBuffer中。在这个方法中包括了前面提到的4个步骤，所以不能和前3个函数一起使用。

decode过程中的错误有两种：malformed-input CoderResult表示输入中数据有误；unmappable-character CoderResult表示输入中有数据无法被解码成unicode的字符。如何处理decode过程中的错误取决于decoder的设置。对于这两种错误，decoder可以通过CodingErrorAction设置成：

1． 忽略错误

2． 报告错误。（这会导致错误发生时，decode()方法返回一个表示该错误的CoderResult。）

3． 替换错误，用decoder中的替换字串替换掉有错误的部分。

CodingErrorAction malformedInputAction()

       返回malformed-input的出错处理。

CharsetDecoder onMalformedInput(CodingErrorAction newAction)

       设置malformed-input的出错处理。

CodingErrorAction unmappableCharacterAction()

       返回unmappable-character的出错处理。

CharsetDecoder onUnmappableCharacter(CodingErrorAction newAction)

       设置unmappable-character的出错处理。

String replacement()

       返回decoder的替换字串。

CharsetDecoder replaceWith(String newReplacement)

       设置decoder的替换字串。

**CharsetEncoder**

将unicode字符数据编码为特定字符集的字节流的引擎。其接口和CharsetDecoder相类似。

**CoderResult**

描述encode/decode操作结果的类。

CodeResult包含两个static成员：

CoderResult OVERFLOW

       表示输出已满

CoderResult UNDERFLOW

       表示输入已无数据可用。

其主要的成员函数有：

boolean isError()

boolean isMalformed()

boolean isUnmappable()

boolean isOverflow()

boolean isUnderflow()

       用于判断该CoderResult描述的错误。

int length()

       返回错误的长度，比如，无法被转换成unicode的字节长度。

void throwException()

       抛出一个和这个CoderResult相对应的exception。

**CodingErrorAction**

表示encoder/decoder中错误处理方法的类。可将其看成一个enum类型。有以下static属性：

CodingErrorAction IGNORE

       忽略错误。

CodingErrorAction REPLACE

       用替换字串替换有错误的部分。

CodingErrorAction REPORT

报告错误，对于不同的函数，有可能是返回一个和错误有关的CoderResult，也有可能是抛出一个CharacterCodingException。
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